# Циклы

Ежедневно каждый из нас сталкивается с циклами — процессом выполнения однотипных действий. Хорошим примером цикла является тренировка, в которой спортсмену необходимо выполнить определенное движение несколько раз для успешного выполнения упражнения. Даже подъем по лестнице так же является циклом, так как для этого необходимо несколько раз подняться на следующую ступеньку. Цикличность имеет свойство заканчиваться, так достигнув нужного этажа человек не станет подниматься на следующую ступеньку, а спортсмен закончит упражнение, когда выполнит необходимое количество повторений.

## Понятие итерации

**Итерация** — отдельное повторение однотипного действия, под которым понимается блок выполнения цикла («тела цикла»). Возвращаясь, к рассмотренному примеру с лестницей, итерацией будет считаться подъем на новую ступеньку.

## Цикл while

В первую очередь рассмотрим цикл «while», синтаксис которого идентичен конструкции «if». Этот цикл повторяет выполнение тела цикла до тех пор, пока соответствующее условие не окажется ложным:

|  |
| --- |
|  |
| number = 1 |
| while number < 3: |
| print(number, "is greater than 0 and less than 3") |
|  |
| number += 1 |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| 1. is greater than 0 and less than 3 2. is greater than 0 and less than 3 |
|  |

Рассмотрим работу цикла по шагам:

■Создание переменной «number» со значением 1;

■Проверка условия цикла «number < 3»: поскольку условие истинно, выполняется тело цикла;

■Выполняется тело цикла: на консоль выводится строка, значение «number» увеличивается на 1;

■Проверка условия цикла «number < 3»: поскольку условие истинно, выполняется тело цикла;

■Выполняется тело цикла: на консоль выводится строка, значение «number» увеличивается на 1;

■Проверка условия цикла «number < 3»: поскольку условие ложно, выполнение цикла и программы закончено.

Другими словами, тело цикла, которое представлено строками 3 и 4, повторится два раза, т.к. после второго повторения переменная «number» будет иметь значение 3 и условие «number < 3» окажется ложным. Обратите внимание, что проверка истинности условия цикла выполняется только после выполнения последней инструкции его тела. Если поменять местами строки 3 и 4, цикл также выполнится два раза, но представленная пользователю информация окажется ложной, т.к. на момент выполнения «print()» значение «number» уже не будет удовлетворять условию:

|  |
| --- |
|  |
| number = 1 |
| while number < 3: |
|  |
| number += 1 |
| print(number, "is greater than 0 and less than 3") |
|  |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| 1. is greater than 0 and less than 3 2. is greater than 0 and less than 3 |
|  |

Попробуем найти сумму всех целых чисел расположенных между «х1» и «х2». Для этого используем цикл «while» следующим образом:

|  |
| --- |
|  |
| x1 = int(input("Enter x1: ")) |
| x2 = int(input("Enter x2: ")) |
|  |
| x = x1 + 1 |
|  |
| sum = 0 |
|  |
| while x < x2: |
|  |
| sum += x |
|  |
| x += 1 |
|  |
| print("The sum of all integers between", |
| x1, "and", x2, "is", sum) |
|  |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| Enter x1: -13 |
| Enter x2: 17 |
| The sum of all integers between -13 and 17 is 58 |
|  |

В этом примере мы создаем переменную «x», которой присваиваем первое целое число после «х1» («х1 + 1»), и «sum», для хранения промежуточного результата суммирования. Цикл начнется только в том случае, если в промежутке от «х1» до «х2» есть хотя бы одно целое число. В противном случае условие «x < x2» не будет выполнено, цикл будет пропущен, и сумма так и останется равной 0. В каждой итерации цикла мы прибавляем к промежуточному результату(«sum») «x» (одно из чисел в промежутке от «х1» до «х2»), после чего заменяем его на следующее («x + 1»). Когда к «sum» будет прибавлено последнее значение промежутка от «х1» до «х2» его дальнейшее увеличение («x + 1») приведет к тому, что условие «x < x2» окажется ложным и цикл будет закончен. Таким образом в переменной «sum» будут последовательно просуммированы все числа в указанном пользователем промежутке.

## Цикл for

Циклы типа «for», в отличие от «while», повторяются не в зависимости от выполнения условия, а для каждого элемента в списке, множества, кортежа или другой совокупности элементов. Другими словами, для каждой итерации цикла используется один из элементов совокупности. К примеру, чтобы проверить пригодность продуктов питания в магазине, человек должен по очереди взять каждый продукт из своей корзины и убедиться, что срок годности еще не истек. Так, корзина с продуктами выступает в качестве совокупности элементов, продукты являются самими элементами, а проверка срока годности одного продукта — итерацией цикла.

В качестве совокупности элементов может выступать строка, поскольку она является совокупностью символов. Для примера попробуем вывести все элементы строки отдельно:

|  |
| --- |
|  |
| line = input("Enter some string: ") |
| for c in line: |
| print(c) |
|  |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| Enter some string: ItStep |
| I |
|  |
| t |
|  |
| S |
|  |
| t |
|  |
| e |
| p |
|  |

Цикл может пройти по строке частично. Для этого необходимо её разделить при помощи оператора среза «[::]». «line[start, stop, step]» возвращает все элементы строки «line» от «start» (включая) до «stop» (не включая). Шаг определяет, как на сколько будет увеличиваться индекс. Другими словами, шаг указывает на то, какой символ строки будет принят за следующий. Значение «start» по умолчанию — 0, «step» — 1, «stop» по умолчанию соответствует индексу последнего элемента строки. Детальнее этот оператор будет рассмотрен в следующих модулях, поэтому остановимся на тех его свойствах, что понадобятся нам для демонстрации работ. Ниже приведен пример кода, который выполняет итерацию по первым шести буквам строки:

|  |
| --- |
|  |
| line = input("Enter some string: ") |
| for c in line[0 : 6 : 1]:  print(c) |
|  |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| Enter some string: ItStepAcademy |
| I |
|  |
| t |
|  |
| S |
|  |
| t |
|  |
| e |
| p |
|  |

Здесь в «[0 : 6 : 1]» 0 обозначает, что срез начинается с начала строки, 6 обозначает, что индекс последнего элемента в срезе не превышает 6 (в нашем случае 6-й символ — первая «s»), а 1 обозначает, что символы в срез будут добавляться слева направо без пропусков. 0 и 1 в примере выше — значения, которые используются оператором по умолчанию, поэтому в дальнейшем значения по умолчанию будут пропущены. Изменяя значение шага, можно вывести все символы, которые находятся на четных позициях:

|  |
| --- |
|  |
| line = input("Enter some string: ") |
| for c in line[ : : 2]: |
| print(c) |
|  |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| Enter some string: ItStepAcademy |
| I |
|  |
| S |
| e |
| A |
| a |
| e |
| y |

Здесь «[ : : 2]» означает, что в срезе будет пропущен каждый второй символ начальной строки. Кроме того, если в качестве шага использовать отрицательное значение, перебор будет происходить в обратную сторону:

|  |
| --- |
|  |
| line = input("Enter some string: ") |
|  |
| for c in line[ : : -1]: |
| print(c) |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| Enter some string: ItStep |
| p |
| e |
| t |
| S |
| t |
| I |

Так «[ : : -1]» означает, что строка будет инвертирована:

её конец станет началом, а начало — концом.

## Бесконечные циклы

Определение цикла «while» гласит: «этот цикл повторяет выполнение тела цикла до тех пор, пока соответствующее условие не окажется ложным». Нетрудно представить ситуацию, в которой условие так и не окажется ложным. В таком случае цикл будет выполняться бесконечно:

|  |
| --- |
|  |
| while True:  print("Hello!") |
|  |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| Hello! |
| Hello! |
|  |
| Hello! |
|  |
| Hello! |
| ... |
|  |

Зачастую бесконечные циклы являются результатом ошибки написания программы (программа составлена таким образом, что предусмотренное условие выхода из цикла никогда не выполнится), например:

|  |
| --- |
|  |
| number = 0 |
| while number != 15: |
|  |
| number += 2 |
| print(number, "is still not 15") |
|  |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| ... |
| 10 is still not 15 |
| 12 is still not 15 |
|  |
|  |
| 14 is still not 15 |
| 16 is still not 15 |
| 18 is still not 15 |
| ... |
|  |

Поскольку «number» изначально равняется 0 и в ходе выполнения программы остается четным, он никогда не станет равен 15 и не сделает условие ложным.

Бесконечные циклы могут применяться для обработки серверами клиентских запросов или, например, для того чтобы продемонстрировать бесконечные величины:

|  |
| --- |
|  |
| import time |
| number = 1 |
|  |
| while True: |
|  |
| print(number, "is natural number") |
|  |
| number += 1 |
| time.sleep(0.1) |
|  |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| 1 is natural number |
| 2 is natural number |
|  |
| 3 is natural number |
|  |
| 4 is natural number |
|  |
| 5 is natural number |
| ... |
|  |

В данном примере инструкция «import time» необходима для использования «time.sleep()», которая, в свою очередь, останавливает выполнение программы на 0.1 секунду, чтобы пользователь успевал увидеть выводимые на экран числа. Вы можете приблизительно оценить скорость выполнения инструкций программой, убрав эти две инструкции.

## Вложенные конструкции

Подобно условным конструкциям, циклы так же могут содержать в себе другие циклы и конструкции. Рассмотрим на примере вывода таблицы умножения:

|  |
| --- |
|  |
| for i in range(1, 10): |
| for j in range(1, 10): |
| print(i \* j, end="\t") |
| print("\n") |

Результат работы нашего кода в консоли:

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |
| 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 |
|  |  |  |  |  |  |  |  |  |
| 2 | 4 | 6 | 8 | 10 | 12 | 14 | 16 | 18 |
|  |  |  |  |  |  |  |  |  |
| 3 | 6 | 9 | 12 | 15 | 18 | 21 | 24 | 27 |
|  |  |  |  |  |  |  |  |  |
| 4 | 8 | 12 | 16 | 20 | 24 | 28 | 32 | 36 |
|  |  |  |  |  |  |  |  |  |
| 5 | 10 | 15 | 20 | 25 | 30 | 35 | 40 | 45 |
|  |  |  |  |  |  |  |  |  |
| 6 | 12 | 18 | 24 | 30 | 36 | 42 | 48 | 54 |
|  |  |  |  |  |  |  |  |  |
| 7 | 14 | 21 | 28 | 35 | 42 | 49 | 56 | 63 |
|  |  |  |  |  |  |  |  |  |
| 8 | 16 | 24 | 32 | 40 | 48 | 56 | 64 | 72 |
|  |  |  |  |  |  |  |  |  |
| 9 | 18 | 27 | 36 | 45 | 54 | 63 | 72 | 81 |

Здесь внутренний цикл выполняется 9 раз на каждой итерации внешнего цикла, которых тоже 9. Таблица умножения получается, поскольку в теле внутреннего цикла мы выводим произведение элементов обоих циклов.

Рассмотрим еще один пример: человеку необходимо подняться на 5-й этаж. Сейчас он находится на первом этаже, между каждыми двумя этажами по 20 ступенек. Пройдя 70 ступенек подряд, человек устает и останавливается, чтобы отдохнуть:

|  |
| --- |
|  |
| floor = 1 |
| energy = 70 |
| print("I’m on the", floor, "floor") |
| while floor != 5: |
| step = 0 |
| while step != 20: |
| step += 1 |
| energy -= 1 |
| if energy == 0: |
| print("I’m tired, I will rest a little") |
| energy += 70 |
| floor += 1 |
| print("Now I’m on the", floor, "floor") |
| print("I’ve got to the right floor") |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| I’m on the 1 floor |
| Now I’m on the 2 floor |
|  |
| Now I’m on the 3 floor |
|  |
| Now I’m on the 4 floor |
|  |
| I’m tired, I will rest a little |
|  |
| Now I’m on the 5 floor |
| I’ve got to the right floor |
|  |

Приведенный код демонстрирует, что каждая итерация цикла «while floor != 5:» выполняет вложенный цикл, а вложенный цикл выполняет конструкцию «if».

## Управляющие операторы continue, break и else

Для управления выполнением цикла используются операторы «continue», «break» и «else», которые позволяют пропустить итерацию или выполнить набор инструкций после успешного завершения цикла соответственно. Рассмотрим примеры их использования. ***break***

Оператор «break» используется для прерывания выполнения цикла.

|  |
| --- |
|  |
| x = 1 |
| while x < 10: |
|  |
| print(x) |
|  |
| x += 1 |
| break |
|  |

Результат работы нашего кода в консоли:

1

В данном примере на консоль выведено только «1», поскольку в первой итерации выполнился оператор «break», и цикл был прерван.

Если в примере с лестницей поднявшись на 3-й этаж человек воспользуется лифтом, код можно изменить следующим образом:

|  |
| --- |
|  |
| floor = 1 |
| energy = 70 |
|  |
| print("I’m on the", floor, "floor") |
|  |
| while floor != 5: |
| step = 0 |
|  |
|  |
| if floor == 3: |
| print("I will take an elevator") |
| break |
|  |
| while step != 20: |
|  |
| step += 1 |
|  |
| energy -= 1 |
|  |
| if energy == 0: |
|  |
| print("I’m tired, I will rest a little") |
|  |
| energy += 70 |
|  |
| floor += 1 |
|  |
| print("Now i’m on the", floor, "floor") |
| print("I’ve got to the right floor") |
|  |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| I’m on the 1 floor |
| Now i’m on the 2 floor |
|  |
| Now i’m on the 3 floor |
|  |
| I will take an elevator |
| I’ve got to the right floor |
|  |

Здесь по достижению 3-го этажа используется оператор «break», который прерывает цикл подъема по лестнице. Обратите внимание, что при использовании оператора «break» во вложенном цикле, внешний цикл прерван не будет:

|  |
| --- |
|  |
| number = 0 |
| while number < 5: |
|  |
| print(number) |
|  |
| while True: |
|  |
| number += 1 |
|  |
| break |
| number -= 1 |
|  |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| 0 |
| 1 |
|  |
| 2 |
|  |
| 3 |
| 4 |
|  |

В приведенном примере так же видно, что при помощи «break» можно прервать бесконечный цикл. Эта особенность может быть полезна для создания циклов с постусловием. Вы уже могли заметить, что цикл «while» выполняет проверку условия перед выполнением тела цикла, поэтому возможна ситуация, когда условие будет изначально ложно и тело цикла не выполнится ни разу. В других языках для избежания подобной ситуации можно использовать цикл «do … while» («цикл с постусловием»), в котором сначала выполняется тело цикла, а потом проверяется условие. В Python такого цикла нет, но его несложно составить самому. Допустим, мы хотим сделать цикл с постусловием из другого, ранее созданного цикла «while»:

|  |
| --- |
|  |
| number = 1 |
| while number < 5: |
|  |
| print(number) |
| number += 1 |
|  |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| 1 |
| 2 |
|  |
| 3 |
| 4 |
|  |

Для этого заменим условие цикла на «while», что сделает его бесконечным, и поместим оператор «break» в условную конструкцию, использующую условие, противоположное изначальному, в конце тела цикла:

|  |
| --- |
|  |
| number = 1 |
|  |
|  |
| while True: |
|  |
| print(number) |
|  |
| number += 1 |
|  |
|  |
|  |
| if number >= 5: |
| break |
|  |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| 1 |
| 2 |
|  |
| 3 |
| 4 |
|  |

Если бы мы использовали изначальное условие завершения цикла «number < 5», оператор «break» прекращал бы выполнение цикла для всех значений «number», которые нам подходят (1, 2, 3, 4, т. е. < 5), и делал бы цикл бесконечным для всех неподходящих значений (>= 5). Поэтому условие необходимо заменить на противоположное. Другими словами, в изначальном цикле условие указывало на необходимость продолжения повторений, а в цикле с постусловием нам нужно, чтобы оно указывало на необходимость их прекращения. Хорошим примером для понимания подобного поведения является сам язык. Одно и тоже мы можем сказать двумя способами:

■Я буду продолжать радоваться пока мне не исполнится 100 лет.

■Я прекращу радоваться, когда мне исполнится 100 лет.

В нашем случае очевидно, что противоположное условие можно получить, используя другой оператор сравнения («>=»), но для более сложных условий разумнее изменять условие, используя логический оператор «not»:

if not (number < 5):

На примере полученного цикла видно, что его тело выполнится один раз, даже если условие «number < 5» изначально ложно:

|  |
| --- |
|  |
| number = 5 |
| while True: |
|  |
| print(number) |
|  |
| number += 1 |
|  |
|  |
|  |
| if not (number < 5): |
| break |
|  |

Результат работы нашего кода в консоли:

5

***continue***

Оператор «continue» используется для прерывания текущей итерации цикла. Это полезно, если необходимо опустить некоторые итерации, и позволяет избежать вложенности кода. Рассмотрим обе ситуации. Допустим у нас есть цикл, который выводит пять последовательных чисел:

|  |
| --- |
|  |
| number = 0 |
| count = 0 |
|  |
| while count < 5: |
|  |
| number += 1 |
|  |
| print(number) |
| count += 1 |
|  |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| 1 |
| 2 |
|  |
| 3 |
|  |
| 4 |
| 5 |
|  |

Этот результат можно изменить таким образом, чтобы на экран было выведено 5 последовательных четных чисел, используя «continue» при условии, что остаток от деления числа на два не равен нулю (т.е. число нечетное):

|  |
| --- |
|  |
| number = 0 |
| count = 0 |
|  |
| while count < 5: |
|  |
| number += 1 |
|  |
|  |
|  |
| if (number % 2) == 1: |
|  |
| continue |
|  |
| print(number) |
| count += 1 |
|  |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| 2 |
| 4 |
|  |
| 6 |
|  |
| 8 |
| 10 |
|  |

Для рассмотрения избегания вложенности кода предположим, что необходимо определить, какие из чисел от 0 до 300 делятся на 3, на 3 и 5 или на 3, 5 и 7 одновременно. Тогда код будет выглядеть следующим образом:

|  |
| --- |
|  |
| number = 0 |
| while number < 300: |
|  |
| number += 1 |
|  |
| if number % 3 == 0 and number % 5 != 0: |
|  |
| print(number, "divides by 3") |
|  |
| elif number % 3 == 0: |
|  |
| if number % 5 == 0 and number % 7 != 0: |
|  |
| print(number, "divides by 3 and 5") |
|  |
| elif number % 5 == 0 and number % 7 == 0: |
| print(number, "divides by 3 and 5 and 7") |
|  |

Здесь последняя инструкция находится на 3-м уровне вложенности, т. е. он вложен одновременно в 3 конструкции. Используя «continue», можно разделить эти конструкции, заканчивая итерацию, если условие ложно:

|  |
| --- |
|  |
| number = 0 |
| while number < 300: |
|  |
| number += 1 |
|  |
| if number % 3 != 0: |
| continue |
|  |
|  |
| elif number % 5 != 0: |
| print(number, "divides by 3") |
| elif number % 7 != 0: |
|  |
| print(number, "divides by 3 and 5") |
|  |
| else: |
| print(number, "divides by 3 and 5 and 7") |
|  |

Преимущество такой конструкции в том, что она позволяет одновременно разделить условия, упростив их, и понизить уровень вложенности кода, тем самым упростить его прочтение. Как и оператор «break», «continue» завершает итерацию только для вложенного цикла, в то время как итерация внешнего цикла продолжается. ***else***

В отличие от условных конструкций, в которых «else» выполняется только если условие ложно, «else» в циклах выполняется в том случае, когда цикл был успешно завершен. Например, ребенок, посчитавший от 1 до 5, может сказать, что он посчитал от 1 до 5:

|  |
| --- |
|  |
| number = 1 |
| while number <= 5: |
|  |
| print(number) |
|  |
| number += 1 |
|  |
| else: |
| print("I’ve counted from 1 to 5!") |
|  |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| 1 |
| 2 |
| 3 |
|  |
|  |
| 4 |
| 5 I’ve counted from 1 to 5! |
|  |

Неочевидно, зачем использовать этот блок если «print()» можно расположить вне тела цикла и результат будет таким же, однако если ребенок забыл несколько цифр, например 4 и 5, он не сможет посчитать дальше и сказать, что посчитал от 1 до 5:

|  |
| --- |
|  |
| number = 1 |
| while number <= 5: |
|  |
| if number == 4: |
|  |
| break |
|  |
| print(number) |
|  |
| number += 1 |
|  |
| else: |
| print("I’ve counted from 1 to 5!") |
|  |

Результат работы нашего кода в консоли:

|  |
| --- |
|  |
| 1 |
| 2 |
| 3 |
|  |

В таком случае цикл не будет считаться успешно завершенным и блок «else» не будет выполнен. Кроме того, прервать успешное выполнение цикла могут операторы «raise» и «return» (подробнее о «return» будет рассказано в следующих модулях)